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ABSTRACT

In recent years, Web Engineering development projects have grown increasingly complex for and critical to the smooth running of organizations. However, recent studies reveal that a high percentage of these projects fail to attain the quality parameters required by stakeholders. The inadequate consideration of requirements management activities together with the absence of attention to the elicitation and evaluation of requirements and metrics related to certain quality attributes which are of special importance in this kind of systems, such as usability, have proved to be some of the main causes of this failure. This paper attempts to reduce some of the quality failures detected in Web Engineering development projects by proposing the consideration and evaluation of quality attributes from early stages of the development process. The presented approach therefore commences with a reinforcement of the requirements related activities in this discipline, which is carried out by using a requirements metamodel. Once these requirements have been identified, the approach focuses on the extension of the conceptual models used by Web Engineering methodologies with the aim of allowing the explicit consideration of usability requirements along with the evaluation of quality metrics during the design of the system. An example of an application illustrating how the approach can be used, along with the automatic support which was developed for it, are also shown.

© 2009 Elsevier Ltd. All rights reserved.

1. Introduction

The development of Web Information Systems (WIS) has undergone an exponential growth in the last decade. Initially, these systems were used only as a means to disseminate information. However, their complexity has recently increased, they are present in numerous domains being used by millions of users around the world and they have become critical systems for the business strategies of many organizations [36]. This growth, together with some particular features that make WIS development projects different from other software developments [36], have compelled the organizations to adapt their software development processes to deal with the idiosyncrasy of WIS [35]. Moreover, as a result of its awareness of such difficulties, the WIS research community has developed numerous techniques, tools and methodologies within the scope of a new discipline, called Web Engineering (WE), which promotes the establishment and use of sound scientific, engineering and management principles, and disciplined and systematic approaches for the development, deployment and maintenance of web-based systems [19].

However, as various surveys and research publications reveal [31,15], the development of this kind of systems is not exempt from errors and the WIS finally developed, regardless of their scope (business, engineering, scientific, etc.), do not always satisfy the quality requirements demanded by their users. These studies highlight that the top five problem areas of large-scale WE projects are (1) failure to meet business needs (84%), (2) project schedule delays (79%), (3) budget overrun (63%), (4) lack of required functionality (53%) and (5) poor quality of deliverables (52%). In fact these problems, far from being new, are quite similar to those encountered in traditional Software Engineering, in which it has already been proved [9,24] that they are often a symptom of an inadequate management of the tasks related to the requirements workflow of the project.

It is therefore surprising that, in spite of this reality, organizations which carry out the WIS projects or WE methodologies currently used in industry (such as e.g. WebML [8], UWE [33] or OO-H [21]), are still not, to the best of our knowledge, paying the necessary amount of attention to requirements management activities in WIS projects. In fact, various surveys [16,17] reveal that WE methodologies are still mostly focused on the design workflow of web applications, while the requirements workflow is, at best, only tangentially tackled. Another survey carried out by Lang and Fitzgerald [35] over 160 organizations that develop web-based
software reveals that 60% of the organizations still consider that one of the main problems in their projects is related to the clarity and stability of requirements.

Furthermore, several authors [36,30] claim that WIS systems require special care when dealing with certain quality attributes (namely usability and accessibility), and tailored usability/accessibility evaluation methods have been proposed for this purpose [25]. Again, organizations and methodologies are ignoring this fact, and continue to rely on informal, ad-hoc quality evaluation and testing activities.

As Blaine and Cleland-Huang [6] notes, the elicitation of quality requirements in current web projects is still mostly implicitly understood by the stakeholders. This fact, together with a validation of this kind of requirements which is more difficult to achieve than that of functional ones [6], is likely to lead to problems with their satisfaction on the delivered products. An analysis of the current WIS development methodologies corroborates these arguments, since they do not offer support in dealing with usability requirements during the development process and they delay this task until the system has been completely developed. The definition of methods for ensuring the usability of web applications is, therefore, one of the current research goals in Web Engineering and Human–Computer Interaction (HCI) [37], and studies such as [30] claim that the consideration and evaluation of usability features should be moved to the early phases of the WIS development lifecycle in order to improve the user satisfaction and decrease maintenance costs [30,3].

In view of this situation, this paper proposes a shift in the way that web development is tackled. This shift is oriented towards a reinforcement of the activities related to the consideration and evaluation of quality attributes such as usability from the early stages of the development process. We therefore provide a requirements metamodel with which to formally define the typical elements that participate in WIS requirements elicitation. This metamodel complements the other metamodels used by WIS methodologies due to their progressive alignment with the model driven approaches [49], emphasizing the importance of requirements elicitation in the quality of software products. Bearing in mind that stakeholders propose certain usability requirements that cannot be expressed over the models used by WE methodologies, the existing WE metamodels have been extended with new entities, attributes and relationships in order to foster the explicit definition and evaluation of usability requirements and metrics during the design of the WIS. The aim of this quality evaluation in design time is to improve models used for WIS development which will later influence the quality of the WIS built from them. The approach focuses on navigational models and is accompanied by a tool that offers automatic support for all the activities of which it is made up.

The integration of these contributions to WIS development processes and methodologies may help to reduce the number of failures detected in WIS development projects. It also provides the benefits related to an adequate requirements management and an early consideration of usability, with the final aim of increasing the quality of the WIS developed and, thus, the stakeholders' satisfaction.

The remainder of the paper is organized as follows. Section 2 presents the approach with which to reinforce requirements related activities in WIS projects. In Section 3, the extension of the navigational models used for WIS development which is carried out to support the definition and evaluation of usability requirements and metrics in early phases of software lifecycle is shown. Section 4 shows the automatic support developed for the approach and, in Section 5, an example that further illustrates the use of the approach is presented. Finally, in Section 6, the main conclusions are drawn and further lines of research are outlined.

2. Reinforcing requirements management activities in WE through a requirements metamodel

The tasks related to requirements are among those which are most influential in the success of a software development project [9]. This is no different in WIS development projects, and the organizations dedicated to their development corroborate this. For example, a set of interviews with organizations that develop web-based systems reported in [36] indicated that, for 76% of the respondents, gathering the right requirements was a critical factor for the success of their projects.

However, requirements management activities remain an open issue in the WE discipline [16] and, moreover, WE methodologies usually ignore that the consideration of quality attributes, such as usability, should start in early stages of the development lifecycle as requirements elicitation and WIS design [29]. The following subsections present an approach which, by using a requirements metamodel as basis, attempts to contribute towards filling this gap, emphasizing the role that RE plays in WE, helping stakeholders in their systematic identification of requirements and paving the way for the consideration of usability requirements from the first phases of WIS development process.

2.1. Requirements metamodeling

2.1.1. Introduction

Throughout its history, intensive research within the RE discipline has motivated the development of a great number of approaches dedicated to dealing with requirements, as is the case of proposals which are goal-oriented [56], aspect-driven [46] or are based on requirements templates [47], to name but a few. On most occasions, these approaches use textual descriptions for the requirements specification, which are often gathered in non-formal models [16] or organized in requirements documents which are not usually formally structured [20]. In recent years, the growing impact of the Model Driven Engineering (MDE) approach [49], with proposals such as the OMG’s Model Driven Architecture (MDA) [32] or Microsoft’s Software Factories [23], has produced a change in the perspective in which these proposals consider requirements. In them, the entire development process is driven by models and, therefore, the requirements must also be represented as models through the use of a requirements metamodel which formally defines the concepts and relationships involved in the RE process [20].

Meanwhile, and bearing in mind that WE is a specific domain in which MDE can be successfully applied [41], the WE methodologies have been influenced by these approaches. This has motivated the most relevant methodologies (such as WebML, UWE or OO-H) to be aligned with MDE, and the development of WIS has been carried out by using different models and transformations among them.

This alignment of both the WE methodologies and the requirements management techniques with the model driven approaches suggests that the proposals developed with the aim of filling the gap related to requirements management in WIS should also be aligned with the model driven development paradigm [16]. With this trend in mind, the following subsections present our approach for a reinforcement of the requirements management activities in WIS.

2.1.2. Definition, concepts and related work

A requirements metamodel defines the concepts and relationships involved in the RE process in a formal manner. The advantages that a metamodel offers are numerous [32]. First, the metamodel defines both the elements that participate in the
requirements management process and the relationships between them in an unambiguous way. Moreover, it offers a formal basis upon which tools for (1) the management of the metamodel elements and (2) the definition of transformation rules from requirements to other elements can be constructed [34].

Several approaches for requirements metamodelling have recently appeared, but a reference model to deal with requirements does not exist [20]. To our knowledge, within the concrete scope of WE, the topic of requirements metamodelling has only been tackled in [16,7]. The requirements metamodel presented in [16] follows the design-oriented approach used by most WE approaches, meaning that the concepts that appear in it are very close to the WIS design (for instance, it includes visualization features or search activities as main constructs in the requirements elicitation activities). The main problem of this lack of high-level expressivity is that it is a generally avowed fact that design requirements are difficult to understand by stakeholders who are not directly related to the design. Such stakeholders require a more abstract way in which to express their own requirements, that is, a way that is closer to the domain under which the application is being developed. This necessity of capturing higher-level communication goals and user requirements in a stable manner is noted in [7], in which a goal-oriented approach to model web requirements is used. The concept of goal was defined in the i* framework [57] and it models a high-level objective of one or more stakeholders. The concepts in the i* framework are very useful in the modelling of user goals, although their generality suggests the need to tailor them to specific domains. Following this trend, [7] uses i* as a basis, but specializes it in order to design a new requirements metamodel that collects particular WE concepts such as, for instance, a web requirements taxonomy.

As with the proposal of Escalona and Aragón [16], the requirements taxonomy proposed by Bolchini and Paolini [7] is similarly closely related to the way in which WE devised the application design at the time of its proposal, and the authors therefore note the need to improve automatic support and to deal with the concept of requirements reuse.

Other requirements metamodelling proposals which are not specifically focused on web-based systems also exist, such as COMET [4], a requirements modelling method that includes a requirements metamodel. However, this metamodel does not pay attention to non-functional requirements and it does not cover any method for requirements validation. REMM [54] presents another requirements metamodel but it does not consider the possibility of capturing the aforementioned high-level communication goals, nor does it cover methods for requirements validation. The concept of requirements reuse presented in [54] is, nevertheless, very useful and it can be adapted to the WIS scope.

In other cases, and since it is difficult to represent all the features included in the different approaches in a single metamodel, new requirements metamodels have been obtained by unifying the common concepts from the other proposals. Goknil et al. [20] follows this trend. However, the proposed metamodel does not consider important concepts such as that of requirements reuse and neither does it contain an automatic support to deal with the metamodel concepts.

To sum up, the existing requirements metamodels present interesting concepts, but there is a need for a metamodel which is independent of particular WE views, quality models or implementation technologies. We have therefore developed a requirements metamodel that synthesizes and simplifies the, from our point of view, most relevant concepts included in well-known RE proposals. Such simplification was necessary to avoid the burden of work usually added by more exhaustive RE practices, on the premise that, in the WE community, baselines must be generated very quickly [35] and therefore straightforward methods through which to gather requirements and connect them with validation methods are needed. This metamodel stresses the importance of performing requirements management activities as a first-order workflow for web methodologies and paves the way towards considering usability requirements from the first stages of the WIS development process. This metamodel is presented in Fig. 1 and is explained in more detail in the following subsection.

2.2. A requirements metamodel for WIS

Fig. 1 shows our approach for requirements metamodelling, which had as its origin an initial contribution to requirements metamodelling for WIS projects [40]. Let us now look at the concepts presented in Fig. 1 in greater depth. The key element in this metamodel is that of requirement which can be described by using a set of attributes (hidden in the figure) such as identifier, its type and priority and its textual description. In order to avoid, as far as possible, the ambiguity inherent in natural language, the description of requirements can use terms included in a glossary. In Fig. 1, requirements can be classified as either functional requirements (what the system must do) and non-functional requirements (how the system must do it). This classification is useful because, while functional requirements usually rely on test cases for their validation, non-functional
requirements are related to quality scenarios. More complex requirements classifications have been avoided, as the possibilities are countless, and greatly depend on the designer’s preferences. Requirements which are organized into tree-like structures (see e.g. quality models such as the ISO 9126 [27]), along with relationships between functional and non-functional requirements, can be defined in a simple manner by means of the unary relationship 

decomposedInto which is defined over the requirement concept.

Each requirement has a set of relationships with other elements. First, the metamodel includes the goal concept, borrowed from the goal-oriented RE, as a means to model the high-level objectives of one or more stakeholders. Each goal, which can be decomposed into subgoals, is related to the stakeholder (one or more) that proposes it, and is satisfied through the fulfillment of a set of requirements.

Fig. 1 also contemplates requirements reuse by introducing the catalogue concept, which represents a set of related requirements. In a nutshell, a catalogue puts together a set of requirements extracted from one or more sources (i.e., a law, an organization policy, a particular domain, a guideline, etc.) and can be reused in all the projects in which these sources are applicable. This concept has been successfully applied in traditional RE methods [52,53] and its adaptation may be useful in the context of web-based projects, where numerous concepts, such as standard quality models [27], web accessibility guidelines and laws [55,22], experts usability recommendations [43], etc. must receive attention. These requirements sources have been formalized in our proposal by using the source element. A catalogue of requirements can be extracted from each source. The concepts of catalogue and source have certain advantages. On the one hand, they help the stakeholders involved in a web-based development project to discover the numerous guidelines, laws, recommendations, etc. involved in the development. These guidelines are not always used and, on many occasions, inexperienced practitioners do not know all of them. On the other hand, when a web-based development project is forced to comply with a law or a guideline, practitioners need only go to the adequate catalogue and find the requirements with which their project must comply.

With the use of this metamodel, the stakeholders involved in the elicitation of requirements will have a better knowledge of the concepts that must receive attention during this stage. Moreover, the use of the tool that supports the metamodel (explained in Sections 4 and 5) will assist them to gather requirements and concepts, such as reuse, will allow them to obtain benefits with regard to their experience in previous projects. In Section 5 (see Fig. 6), an example of use which illustrates how the metamodel can be instantiated and can help stakeholders to put emphasis on the elicitation of requirements for their systems is shown.

3. Expressing usability requirements on WIS models for early usability evaluation

Usability is a critical quality attribute for the success of interactive software systems such as WIS [30]. A great number of studies have highlighted the benefits of considering usability such as, for example, the improvement of users’ productivity or the reduction in training and documentation costs. Furthermore, the investments made in usability have been shown to return economic benefits [11], which has motivated important organizations such as IBM or Boeing Co. to consider usability as a relevant factor in their software products.

However, the consideration of usability in the development of software faces certain obstacles. As it was previously mentioned in Section 2, one of these is related to the absence of the consideration of usability requirements in early phases of the development lifecycle. In addition, Seffah and Metzker [50] highlights other problems, which are that the activities related to usability are usually decoupled from the mainstream software development process, the use of notations and tools with which to consider usability are different to those used in the development process, or the lack of automatic support for some usability activities.

An analysis of the methodologies and tools traditionally used for WIS development reveals that these obstacles continue to be present in the scope of WE. For example, these methodologies are not concerned with the consideration of quality attributes such as usability during the development process. This task is usually delayed until the system has been completely developed, using tools called usability and accessibility validators (see [28] for detailed information about these methods) which validate the HTML and CSS code of the WIS. Thus, the possibility of moving some of these validations towards earlier phases in the development cycle, such as design, and their integration in the methodologies, are not considered. Another example of the problems mentioned by Seffah and Metzker [50] can be observed in the use of quality metrics within the scope of WIS. Ruiz et al. [48] carried out a survey of these metrics and discovered that up to 385 quality metrics had been defined with the aim of measuring quality attributes over this kind of systems. Half of the defined metrics are related to usability but, as Ruiz et al. [48] argues, they are not usually defined in a precise way and are not supported by any tool or, if this support exists, it is offered by external tools which are independent of those used in the WIS development process.

While in Section 2 we emphasized the gathering of requirements, such as usability requirements, in early phases of the development cycle as a means to obtain numerous benefits, the following sections show an approach with which to consider the definition and evaluation of usability requirements and metrics over the conceptual models used by WIS development methodologies. This approach arose after discovering that, during the elicitation of WIS requirements, stakeholders had proposed certain usability requirements than could not be expressed over the models used in WIS development. Thus, an extension of the navigational models that permits the expression of those requirements which cannot, at present, be expressed in design time has been defined. A study of the usability metrics that can be evaluated over WIS with the aim of improving its quality has also been carried out, along with the development of a prototype tool which permits the evaluation of the aforementioned usability requirements and metrics, and which can be integrated in the CAWE tools used by WIS development methodologies.

3.1. Usability on navigational models

Software usability is a quality attribute for which it is difficult to find a standard definition. The ISO 9126 standard [27] defines it as “the capability of the software product to be understood, learned, used and attractive to the user, when used under specified conditions”. Nielsen [42] defines it as “the learnability and memorability of a software system, its efficiency of use, its ability to avoid and manage user errors and user satisfaction” and the ISO 9241-11 standard [26] as “the extent to which a product can be used by specified users to achieve specified goals with effectiveness, efficiency and satisfaction in a specified context of use”.

These multiple definitions imply that usability has been interpreted from different perspectives and that different stakeholders perceive it in different ways [50]. These definitions also show that usability is an abstract attribute which depends on numerous factors, meaning that if we wish to improve the usability of a WIS, we must pay attention to multiple features. The approach presented in this paper centres on usability as it is perceived by an end user, that is, as a quality attribute which allows end users to perform
the expected tasks more efficiently. Although this definition is a little more precise than those previously mentioned, it continues to affect numerous features such as the intuitive navigation in the system, ease of use, simplicity in carrying out tasks or a comfortable and attractive presentation. Our approach is centred on improving the usability of a WIS by improving the navigation and the access to the information and functionalities that it presents, that is, by offering an intuitive navigation that makes it easy for the users for whom the WIS was conceived to carry out their tasks.

The approach was developed by studying the existing methodologies for WIS development and the models used by them to develop systems. Although each methodology presents specific features, in general, all of them use different models, such as navigational models (to model the interaction between users and the WIS), behaviour models (to model the data and functionality offered by the system) and presentation models (to represent features related to the final presentation of the system). By following a model driven approach, these models drive the development process and serve as a basis for the construction of the final WIS.

Our approach is centred on navigational models. Although the navigational models used by each methodology present slight differences [18], they are usually composed of two main elements: nodes and links between nodes. A node is used to represent a set of information or functionality that will be presented to WIS users. Links are used to join nodes, indicating the possibility of navigating from one node which represents a piece of information or a functionality to another. Other navigation structures such as menus or indexes may also appear in these models. Fig. 2 shows an example which may be useful in the observation of these concepts. It is a fragment of a navigational model for a WIS through which to purchase books via the Internet, and it presents information and functionalities related to their purchase.

The quality of navigational models is important since these models represent the possible paths that users may follow whilst navigating via WIS. Thus, errors in these models or less useful navigation designs influence the usability of the WIS which is finally developed. A number of studies centred on the evaluation and improvement of the quality of these models have been carried out. For example, Abrahão et al. [1] defines a set of metrics to provide modellers with information about the quality of navigational models, and Molina et al. [39] proposes a similar strategy for the verification and demonstration of properties of navigational models. Dhyani et al. [10] and Ruiz et al. [48] analyse and summarise the research carried out by numerous authors with regard to the definition of metrics to evaluate the quality of the different artefacts that participate in WIS development, but note that one of the main problems of these metrics is that they do not have automatic support or that it is offered by isolated tools which are not integrated in WIS development tools.

Our approach uses the positive features of the aforementioned proposals and additionally complements them with two improvements. Firstly, it not only allows modellers to use predefined metrics, but also permits them to use their own defined usability requirements and metrics over navigational models. Secondly, it offers an automatic support for these requirements which, when integrated in WIS development tools, may permit modellers a comfortable means through which to take advantage of the approach. The following subsection gives further details of how the first improvement can be carried out.

3.1.1. Evaluating usability requirements in modelling time

During the analysis of the requirements elicitation process for WIS carried out to develop the proposal presented in Section 2, we discovered that the stakeholders involved in the WIS development had proposed certain usability requirements which could not be expressed over the models used by WIS methodologies to build the system. The existence of this kind of requirements has been stressed in [3] and the application of the approach presented in Section 2 allowed us to discover some of them.

Some of these requirements were related to access to WIS information and functionalities. For example, some stakeholders wished to establish the maximum number of clicks that an end user will have to make to access a specific piece of information.
user would need to make in order to carry out a concrete task. On other occasions, they wanted to express that not all the information and functionalities had the same importance, bearing in mind that primary information and functionalities related to the main aim of the system, and other information or functionalities that can be considered as secondary, usually exist in a WIS. For example, in the WIS through which to purchase books shown in Fig. 2, the primary functionality must be that related to searching for books and buying them. Other information or functionalities such as, for example, buying a DVD associated with the book may also be shown. This information is important but it is not the main aim of the system. In these cases, the stakeholders wanted this primary information to be close to the end users, for example, in terms of proximity to the entry point of the WIS.

On other occasions, the modellers wished to establish constraints relating to the order in which users visit nodes, or they wished to force the existence of direct or indirect connectivity among the nodes that represent related functionalities, under the premise that this facilitates navigation through the system, thus improving its usability. Table 1 summarizes some of these requirements.

Since this kind of requirements cannot be expressed during WIS modelling, they are usually forgotten and are not taken into account during the development process. This may mean that the WIS which is finally developed does not permit an intuitive navigation, and may lead users to feel lost and disoriented. In addition, the opportunity of obtaining the aforementioned benefits of usability analysis based on models is missed. To attempt to fill this gap, we have developed an extension of the navigational models which permits the expression and evaluation of this kind of requirements in modelling time. We will use the set of requirements shown in Table 1 to illustrate our approach, which is explained in the following subsection.

3.1.2. Extending navigational metamodels with usability features

The solution to the problem of allowing modellers to express the aforementioned usability requirements over their models consists of extending the metamodel of the navigational models with those entities, relationships and attributes that will allow this information to be collected. As was mentioned in Section 3.1, the two main elements of which navigational models are composed are nodes and links. We shall use these elements to illustrate our approach, considering a simplified fragment of the navigational metamodel (see top left of Fig. 3).

Support has been offered to the kind of requirements shown in Table 1, by extending the metamodel of navigational models in the following manner:

- The addition of new attributes. These attributes (called MaxDistance and MinDistance) are added to the element NavigationNode and are used to support the requirements related to distances between nodes.
- The addition of new links. Two recursive links have been added for navigation nodes (called previousNodes and laterNodes). These links represent, for each node, a list of previous and later nodes that a user must also visit if s/he visits that node and which are useful in supporting the kind of requirements related to navigation constraints.
- The addition of new elements. The Level entity and its attributes are used to support the requirements related to the importance of functionality and information. This entity represents the concept of importance of a node and its link with the NavigationNode entity allows modellers to label each node with an importance level. Each Level has three attributes: a name and the integers MaxLevelDistance and MinLevelDistance, which define the minimum and maximum distance between the nodes labelled with a Level and the node that represents the entry point to the WIS.

The extended metamodel obtained after adding these elements is shown at the bottom of Fig. 3. It is important to emphasize that the set of requirements and the extension of navigational metamodels presented are used to illustrate our proposal, but obviously other requirements which require new extensions can also be discovered and the approach could even be utilized on other models used in WIS development (e.g. presentation models) and not only on those which are navigational. In this case, we shall follow the same strategy, which consists of adding the attributes, entities and relationships that allow the expression of these new requirements over the models involved.

After analysing this extension and exploring its technical details in greater depth, we observed that various solutions could be used to obtain the extended metamodel:

(i) A direct extension of the navigational models proposed by WIS methodologies. In this case, the metamodel of the navigational models will be taken as the entry (see top left of Fig. 3), and all the new elements will be added to it. The result of this option is shown at the bottom of Fig. 3.
(ii) The creation of an independent metamodel that unites those elements (attributes, entities and relationships) which are necessary to support the new requirements (see top right of Fig. 3), which is then combined with the original navigational metamodel (see top left of Fig. 3) by using model transformations.

<p>| Table 1 |
| A set of usability requirements that cannot be expressed in navigational models. |</p>
<table>
<thead>
<tr>
<th>Goal</th>
<th>Requirements</th>
<th>Rationale</th>
</tr>
</thead>
<tbody>
<tr>
<td>Definition of importance levels</td>
<td>Information/functionalities in the WIS must be organized into various levels</td>
<td>Not all the information/functionalities in the WIS have the same importance</td>
</tr>
<tr>
<td>Distances between nodes</td>
<td>To define Max/Min distance from the entry point to the WIS for each importance level</td>
<td>Possibility of detecting nodes labelled as important too far from the entry point and nodes labelled as less important excessively near</td>
</tr>
<tr>
<td></td>
<td>To define Max/Min distance from the entry point to the WIS for each node</td>
<td>Possibility of detecting nodes which are little accessible for users</td>
</tr>
<tr>
<td>Connectivity constraints</td>
<td>To define distances between given nodes</td>
<td>If two nodes represent information or functionalities related to each other, modellers probably wish that they will be near</td>
</tr>
<tr>
<td>Navigation constraints</td>
<td>To establish direct connectivity between nodes</td>
<td>It may be useful to express the requirement that two nodes must be directly connected</td>
</tr>
<tr>
<td></td>
<td>To establish indirect connectivity between nodes</td>
<td>It may be useful to express that a node must be reachable from another one For each node it is possible to define a set of nodes that must be previously visited before reaching it</td>
</tr>
<tr>
<td></td>
<td>To force previous crossing by a node</td>
<td>For each node it is possible to define a set of nodes that must be visited after visiting it</td>
</tr>
</tbody>
</table>
For our purposes, we have chosen the second option. The main problem of the first option is that it creates a hard coupling between the elements of which the navigational metamodels were originally composed and the new added elements. This might limit the extensibility of the proposal and it would be difficult for modellers to distinguish between the elements of the original metamodel and the elements added to support usability features. On the contrary, in the second option the original metamodels and the extensions used to consider usability features over them remain decoupled. It facilitates the possible extension of the approach because, to support new requirements, we only need to focus on the metamodel that combines the new elements. As exchange, it will be necessary to define the transformation which will obtain the target metamodel from the separate metamodels. This means of solving the merging of models and metamodels corresponds to a special kind of model transformations called model weaving [5]. Model weaving tackles the problem of given a model \( M_a \) which conforms to a metamodel \( M_a \) and a model \( M_b \) which conforms to a metamodel \( M_b \), then an integrated model \( M_{ab} \) can be obtained which conforms to a woven metamodel \( M_{ab} \). As the reader may observe, this situation is similar to that presented above: we have two metamodels (the original navigational metamodel \( M_a \) and the metamodel created in order to consider usability features \( M_b \)), which are shown at the top of Fig. 3) and we are interested in obtaining navigational models with usability features, which must conform the metamodel shown at the bottom of Fig. 3.

The weaving transformations can be specified in any transformation language such as, for example, QVT [44], the OMG standard for this aim within the scope of the MDE paradigm. Fig. 4 shows a fragment of the transformations that permit weaving between models \( M_a \) and \( M_b \) (that is, a navigational model and a usability features model which conform to their respective metamodels presented at the top part of Fig. 3) in order to obtain the model \( M_{ab} \). These transformations have been defined by using the QVT Relations language, one of the languages defined in the QVT specification. Owing to lack of space, we can only show how the main entities of each metamodel are joined together in the woven metamodel \( M_{ab} \). These are:

- From \( M_b \) NavigationNode to \( M_{ab} \) NavigationNode (Fig. 4a). This QVT relation transfers the navigation nodes of a usability model ("nn" in Fig. 4a) to the target model, from now on called the weaving model ("wnn" in figure), using the attribute values of "nn".
- From \( M_b \) Level to \( M_{ab} \) Level (Fig. 4b). As in the previous relation the Level entities in the usability model are transferred into the weaving model.
- From \( M_a \) Link to \( M_{ab} \) Link (Fig. 4c). Finally, the Link entity of the navigational model is created in the weaving model. This relation selects a link in the navigational model and the references to its source and target node, and then matches the nodes in the weaving model that will be used to create the new link in the weaving model. This pattern matching is defined by using the variables "snnn" and "tnnn", which are bound to the adequate values in the models involved in the transformation. Moreover, we use the when clause in the relation to ensure that the two navigation nodes involved in the link have already been created in the weaving model.

Finally, it is important to highlight that the transformation presented here is not complete, since other features of the original model (such as associations, etc.) should also be transferred to the weaving model. However these other relations are not shown due to lack of space.

After the model weaving, it is time to evaluate the fulfillment of the usability requirements that have been expressed over the models built. With this aim, and using the OCL (Object Constraint Lan-

---

**Fig. 3.** Two options with which to extend navigational metamodels.
(a) 
```
top relation QualityNavigationNodeToWeaving {
  nn: String; maxD, minD: Integer;
  checkonly domain usability nn: NavigationNode {
    Name = nn,
    MaxDistance = maxD, MinDistance = minD;
  };
  enforce domain weavingMM vnn: NavigationNode {
    Name = vnn,
    MaxDistance = maxD, MinDistance = minD;
  }
}
```

(b) 
```
top relation LevelToWeaving {
  ln: String; maxD, minD: Integer;
  checkonly domain usability l: Level {
    Name = ln, MaxLevelDistance = maxD,
    MinLevelDistance = minD;
  };
  enforce domain weavingMM lw:Level{
    Name = lw, MaxLevelDistance = maxD,
    MinLevelDistance = minD;
  }
}
```

(c) 
```
relation LinkToWeaving {
  snn, tnn: String;
  checkonly domain navigational l: Link {
    source = snn:NavigationNode { name = snn }
    target = tnn:NavigationNode { name = tnn }
  };
  checkonly domain weavingMM
    swnn: NavigationNode { Name = snn };
  checkonly domain weavingMM
    twnn: NavigationNode { Name = tnn };
  enforce domain weavingMM l2: Link {
    source = swnn, target = twnn;
    QualityNavigationNodeToWeaving(snn, swnn);
    QualityNavigationNodeToWeaving(tnn, twnn);
  }
}
```

Fig. 4. A fragment of the model weaving transformations.

language) plug-in [14] of the Eclipse platform, a set of OCL constraints has been implemented to guarantee that the usability features expressed are fulfilled. If any constraint is violated, modellers will be notified and will be able to modify their models in order to solve the detected problems.

3.1.3. Usability metrics for navigational models

Since the quality of navigational models influences the quality of the systems finally developed, the WIS research community has defined a number of quality metrics with the aim of improving the quality of these models. As our approach permits the definition and execution of OCL expressions over navigational models, an additional benefit of its application is that it can be used as an integrated framework for the definition and evaluation of usability metrics, which are usually defined in multiple isolated tools that are not integrated in the WIS development process. The WQM (Web Quality Metrics) model [48] was used to discover a set of evaluable metrics, and this carried out a review of literature in which it found up to 385 metrics defined to evaluate the quality of the artefacts used in WIS development. An analysis of these metrics has been carried out with the aim of selecting those that fulfil two requirements: (i) they must be related to the evaluation of WIS usability and (ii) it must be possible to evaluate them in modelling time, since our approach attempts to take advantage of the benefits of the model based usability analysis.

Among the metrics defined in WQM, 48% are related to usability and we have selected those which, since they are measurable in modelling time, are related to navigation through the system. Some of the usability metrics such as, for example, those that measure the number of broken links in the WIS finally developed, that count the number of graphics or are related to the navigation effort cannot be evaluated over models, since sufficient information for this purpose does not exist in modelling time. Nevertheless, a set of 50 quality metrics that can be defined and evaluated over navigational models already exist. The rationale behind these metrics is not within the scope of this work but more information is available in [48]. Lack of space prevents us from offering an exhaustive list of these metrics, but some examples are shown in Table 2. As we can see, these metrics offer quantitative information about the models (number of nodes and links, depth and width of the model, etc.), information concerning the connectivity among the elements in the model (relationship between the number of nodes and links, number of in and out links), etc.

After identifying these metrics, our next aim was to define and integrate them within the tool that supports the whole approach, as had been done with the usability requirements. This is shown in Section 5.2 as well as how the tool offers modellers the possibility of defining their own metrics and queries over their models by using OCL expressions.

3.2. Approach overview

Fig. 5 shows an overview of our approach using the SPEM notation [45]. It starts with the systematic elicitation of requirements using the proposed requirements metamodel and emphasizes the gathering of quality requirements such as those related to usability. After this phase, the requirements obtained must be expressed over the following models used to build the system. In our case, we focus on navigational models, which are built together with the usability model that offers modellers the capacity to express usability requirements which cannot at present be defined over these models. In the weaving phase, both models are combined to obtain navigational models extended with usability features. After the system has been designed, the fulfilment of the usability requirements is checked by means of the execution of the OCL constraints which are predefined with this aim. Moreover, in this phase modellers execute the implemented usability metrics over their models in order to obtain information about their quality. The information obtained after checking the requirements and evaluating the metrics is used by modellers to, if necessary, improve the models in their system. Finally, the models obtained will be used to implement the system.

Table 2

<table>
<thead>
<tr>
<th>Goal</th>
<th>Examples of metrics</th>
</tr>
</thead>
<tbody>
<tr>
<td>Quantitative information</td>
<td>Depth, width, diameter, radius, number of nodes, number of links, number of attributes and methods, etc.</td>
</tr>
<tr>
<td>Model connectivity</td>
<td>Number of in and out links, compactness, stratum, average connected distance, connectivity density, etc.</td>
</tr>
</tbody>
</table>
4. Automatic support

As was previously mentioned, one of the key factors for the successful handling of usability in the WIS development process is the existence of an automatic support for the approach which can be simultaneously integrated in the tools usually used in the WIS development. We have, therefore, designed a tool which supports the presented contributions and allows stakeholders to manage the concepts involved in a comfortable manner. The following sections explain the considerations taken into account when choosing the appropriate technological space in which to develop this tool.

4.1. Technological environment

Certain considerations had to be taken into account when selecting the technological environment in which this tool would be implanted. First, it was necessary to use an environment that would permitted the easy definition of metamodels, since our approach involves both a requirements metamodel and the extensions carried out to consider usability on navigational models. Furthermore, as we wished various stakeholders (not only designers) to use our approach, we needed to offer them a graphical tool with a usable and comfortable interface which would allow them to create and manipulate models compliant with our approach and which would also facilitate the evaluation of the quality of their models. Furthermore, the presented approach was not thought to be an isolated effort but an effort oriented towards its integration in WIS development processes with the aim of reinforcing both the requirements management and usability evaluation activities. Therefore, the capacities offered by the technological environment in order to extend the tool with new functionalities or to integrate it in existing tools used in WIS development had to be considered.

Given these premises, the Eclipse platform and, in particular, the Eclipse Modelling Framework (EMF [12]) was selected. Eclipse and EMF offer certain suitable features that make them interesting for our approach. First, EMF offers support to deal with MOF, the standard that OMG recommends for describing metamodels. EMF is therefore useful for the creation and manipulation of models and metamodels such as those proposed in our approach. Second, it is an open source platform-independent project and the architecture, which is based on plug-ins, makes it easy to reuse and to add functionality. Moreover, Eclipse offers an OCL implementation which is useful in defining requirements and metrics in this language. Finally, a further important advantage of Eclipse is that some CAWE tools used for WIS development such as WebRatio [2] are being migrated to this platform and some of the efforts [38] to reach an agreement with regard to the concepts managed in WE use Eclipse as technological environment. The integration of our automatic support in these Eclipse tools through a new plug-in can be directly obtained.

The steps carried out for the implementation of this automatic support have been the following:

- Definition of the metamodels that allow both the requirements modelling and the design of navigational models with usability features (see Figs. 1 and 3), using the EMF project.
- Definition of graphical editors that allow stakeholders to define requirements models and navigational models with usability features in an easy and intuitive manner, by using a palette of elements similar to those included in any CASE tool. The models that can be defined with these editors conform to the metamodels defined in the previous step. The GMF (Graphical Modelling Framework[13]) project has been used for this purpose.
- Definition of the weaving transformation explained in Section 3.1.2 using Medini QVT [51].
- Definition and implementation of the checks that support the evaluation of usability requirements and metrics. This task is supported through the implementation of OCL offered by Eclipse[14].

The following section will show the appearance and functionality of this tool through an example of its use.

5. Case study

This section illustrates how the presented approach can be used for the elicitation of requirements and the subsequent evaluation of usability attributes in design time through an example of its use which corresponds to a simplified on-line book sale system. The example has been developed using the automatic support implemented to support our approach.

For the sake of simplicity, let us assume that the CEO of a certain company has decided to expand her/his business strategy, and that her/his goal is to attract new clients. The CEO believes that offering the books through Internet may positively influence both the attainment of new clients and the reduction of the cost associated with the sales process, so s/he has embarked on a web book sales system development process. Both the CEO and the web customer who will interact with the application have as their main functional requirement buy books. This requirement can be decomposed into two functional requirements: browse available books and purchase books.

In addition, several non-functional requirements that the web based system must fulfill have been identified. Firstly, the buy books functionality should follow accessibility guidelines to allow web customers with disabilities to access the system according to the related laws and guidelines created for this aim such as Section 508 [22] or WAI recommendations [55]. Additionally, and in relation to usability attributes, the system should provide information accuracy while browsing through the available books: synopsis, prices and so forth should be reliable. Also, the application
learnability should be high, that is, the application should be simple enough for novice users to easily learn its operation. With regard to navigation through the WIS, some requirements have been established. The CEO wants to offer, if they exist, the possibility of buying the films associated with each book, but s/he considers this information as secondary, so it must not be directly accessible from the entry point. The browse books functionality is the most important, so it must be at a maximum distance of one click from the entry point. In addition, it must not be possible to buy books if the user has not previously registered in the system and the functionalities to select a book and pay for it must be directly attainable. Finally, the purchase process should be performed assuring the security of the customer data.

5.1. Instantiating the requirements metamodel

If we check the metaclasses of the metamodel in Fig. 1, we can observe how:

(i) The CEO and web customer both instantiate the Stakeholder metaclass.
(ii) Attract new clients instantiates the Goal metaclass.
(iii) Buy books, browse available books or purchase books are all Functional Requirement occurrences.
(iv) The requirements related to accessibility, ease of navigation, learnability, security and information accuracy are all instances of Non-Functional Requirement instances.
(v) The WAI guidelines are a requirements source. If this source has been applied to other projects, the associated requirements can be directly incorporated into this system by using the corresponding requirements catalogue.

Logically, these requirements are decomposed into other more concrete which have not been shown for the sake of simplicity. The requirements metamodel significantly helps in the systematic identification of these requirements which in its turn serves as a good baseline to start the WIS modelling. These identified requirements must then be reflected on WIS models, such as content, navigation or presentation models.

Fig. 6 shows the automatic support for the requirements metamodel. After formalizing it by using EMF, a graphical editor which permits the construction of requirements models that conforms to the metamodel has been developed. On the right side, the tool shows a palette with which to manage the concepts involved (stakeholders, goals, requirements, etc.), and this is next to an intuitive icon which is used to build the requirements models. In the figure, only a fragment of the application example is shown, but the complete model would of course include more requirements, along with other stakeholders, sources, etc. Until now, the goal proposed for the CEO of the company has been expressed together with some of the requirements necessary to fulfil them. The Navigation constraints requirement must be divided into the other requirements related to navigation mentioned in the description of the application example. Since the WAI recommendations are used in multiple projects, it is possible to take advantage of the concept of reuse thanks to the requirement catalogue presented in the model.

5.2. Designing navigational models with usability features

After the requirements elicitation phase, the following step consists of building the conceptual models that express the gathered requirements. Further details of how the requirements related to ease of navigation can be represented on our navigational models extension and how the quality of these models can be evaluated using the usability metrics defined over them will now be given.

As occurred with the requirements metamodel, EMF and GMF have been used to define the metamodels for the navigational models and also to build the graphical editors that allow modellers to define these models comfortably. Fig. 2 shows a fragment of the navigation model for our example application, which has been modelled using the graphical editor.

Since these models have been extended to support usability features, modellers can express the requirements related to the navigation while they simultaneously build their navigational models. Fig. 7 shows how some requirements constraints can be defined in the usability features model. As the CEO established, there is information concerning two levels of importance, defined as High and Low, in Fig. 7. The nodes related to the sales of books have been labelled with the High Level and those related to the sales of films with the Low Level. Moreover, certain maximum/minimum distances have been defined for these nodes. As we can observe at
the bottom of Fig. 7, the modeller has defined a maximum distance of one click among the nodes labelled with High and the entry point.

After their expression of these usability requirements, modellers can execute the proofs implemented to assure that these requirements are fulfilled. Furthermore, modellers also have at their disposal the implementation of the set of usability metrics mentioned in Section 3.1.3. The information obtained after execution provides them with valuable information with which to evaluate the quality of their models, and to improve them if necessary. Furthermore, the OCL plug-in allows modellers to define their own metrics over their models. Fig. 8 shows some straightforward examples of these metrics.

Fig. 8a shows an example of the kind of usability metrics shown in Table 1. In this case, it counts the number of nodes in the model. Fig. 8b is useful to illustrate one of the metrics that the modeller can define and execute over their models. In this case, the OCL constraint is defined over the model of Fig. 7 and selects those nodes labelled with a High importance level. Finally, it is important to emphasize that modellers can define not only metrics but even other kind of constraints over their models. For example, Fig. 8c illustrates a constraint that establishes that all the links in the model must have different names. These metrics and constraints can be incorporated in the tool and the modellers just select them and obtain information that can use to improve their models.

6. Conclusions and further work

The improvement of the quality of WIS must start from the early stages of the development lifecycle. Our approach makes it possible to deal with usability attributes from the requirements elicitation and early WIS design phases. It provides a requirements metamodel which helps in the elicitation of WIS requirements and complements the other models used by WE methodologies, which, until now, often began their development process from WIS design. After using this metamodel, more attention was paid to requirements elicitation, and a set of usability requirements which can be evaluated in design time has been discovered. These requirements have served as a basis to develop an extensible approach that allows modellers to define and evaluate usability requirements in modelling time.

Moreover, after studying the relevant literature, a set of usability metrics which can be evaluated over models have been identified and integrated in our approach, which now offers an integrated framework for these metrics. These help modellers to improve the quality of their models and avoid the necessity of using multiple isolated tools which only implement subgroups of these metrics.

As further work, and with regard to the reinforcement of the requirements management activities in WIS methodologies, we are conscious that our metamodel is a first step towards establishing the basis for new improvements. We are therefore refining it, and simultaneously developing a profile of the i* notation as a means to reduce the complexity of object models when the size of the WIS projects grows. In addition, the connection of this metamodel with validation methods that help to validate the fulfilment of the collected requirements and the definition of transformation rules from requirements to other artefacts that participate in WIS development, such as navigational or presentation models, is being carried out. With regard to the activities of early usability evaluation, the approach can be extended in order to discover and incorporate more requirements and metrics which can be evaluated in design time, thus enriching the navigational models’ quality extension. Moreover, as was mentioned in Section 3, a similar approach can be carried out on other models used in WIS development, such as presentation models. A set of experiments to help provide a more empirical evaluation of the proposal is also being defined.